**SOLID - Class Design Principles**

# Introduction

SOLID are five basic principles which help to create good software architecture. SOLID is an acronym where:-

* S stands for SRP (Single responsibility principle)
* O stands for OCP (Open closed principle)
* L stands for LSP (Liskov substitution principle)
* I stands for ISP (Interface segregation principle)
* D stands for DIP (Dependency inversion principle)

|  |  |
| --- | --- |
| Principal Name | What it says? |
| Single responsibility principle | **One class should have one and only one responsibility.** |
| Open closed principle | **Software components should be open for extension, but closed for modification. In other words, Extension should be preferred over modification.** |
| Liskov substitution principle | **Derived types must be completely substitutable for their base types. In other words, A parent class object should be able to refer child objects seamlessly during runtime polymorphism.** |
| Interface segregation principle | **Clients should not be forced to implement unnecessary methods which they will not use.** |
| Dependency inversion principle | **Depend on abstractions, not on concretions. In other words, High level modules should not depend on low level modules but should depend on abstraction.** |

# **Single responsibility principle**

The name of the principle says it all:

**"One class should have one and only one responsibility"**

**OR**

*A class should have one, and only one, reason to change.*

SRP says that a class should have only one responsibility and not multiple. In other words, you should write, change and maintain a class for only one purpose**.  There should never be more than one reason for a class to change.** This means that every class, or similar structure, in your code should have only one job to do.

Everything in the class should be related to that single purpose, i.e. be cohesive. It does not mean that your classes should only contain one method or property. There can be a lot of members as long as they relate to the single responsibility.  I would like to clarify here that one responsibility doesn’t mean that the class has only ONE method. A responsibility can be implemented by means of different methods in the class.

### Why that is this principle is required?

We all know that requirements change over time. Each of them also changes the responsibility of at least one class. The more responsibilities your class has, the more often you need to change it. If your class implements multiple responsibilities, they are no longer independent of each other.

You need to change your class as soon as one of its responsibilities changes. That is obviously more often than you would need to change it if it had only one responsibility.

Imagine designing classes with more than one responsibility/implementing more than one functionality. There’s no one stopping you to do this. But imagine the amount of dependency your class can create within itself in the due course of the development time. So when you are asked to change a certain functionality, you are not really sure how it would impact the other functionalities implemented in the class. The change might or might not impact other features, but you really can’t take risk, especially in production applications. So you end up testing all the dependent features.

You might say, we have automated tests, and the number of tests to be checked are low, but imagine the impact over time. This kind of changes get accumulates owing to the viscosity of the code making it really fragile and rigid.

In the end, you need to change your class more often, and each change is more complicated, has more side-effects, and requires a lot more work than it should have. So, it’s better to avoid these problems by making sure that each class has only one responsibility.

One way to correct the violation of SRP is to decompose the class functionalities into different classes, each of which confirms to SRP.

### ****Easier to understand****

The single responsibility principle provides another substantial benefit. Classes, software components and microservices that have only one responsibility are much easier to explain, understand and implement than the ones that provide a solution for everything. This reduces the number of bugs, improves your development speed, and makes your life as a software developer a lot easier.

An example to clarify this principle:

Suppose you are asked to implement a UserSettingService where in the user can change the settings but before that the user has to be authenticated. One way to implement this would be:

public class UserSettingService

{

public void changeEmail(User user)

{

if(checkAccess(user))

{

//Grant option to change

}

}

public boolean checkAccess(User user)

{

//Verify if the user is valid.

}

}

All looks good, until you would want to reuse the checkAccess code at some other place OR you want to make changes to the way checkAccess is being done OR you want to make change to the way email changes are being approved. In all the later 2 cases you would end up changing the same class and in the first case you would have to use UserSettingService to check for access as well, which is unnecessary.

One way to correct this is to decompose the UserSettingService into UserSettingService and SecurityService. And move the checkAccess code into SecurityService.

public class UserSettingService

{

public void changeEmail(User user)

{

if(SecurityService.checkAccess(user))

{

//Grant option to change

}

}

}

………………………………………………………………………………………………………………………………………………………………………….

public class SecurityService

{

public static boolean checkAccess(User user)

{

//check the access.

}

}

### Another example would be:

Suppose there is a requirement to download the file – may be in csv/json/xml format, parse the file and then update the contents into a database or file system. One approach would be to:

public class Task

{

public void downloadFile(location)

{

//Download the file

}

public void parseTheFile(file)

{

//Parse the contents of the file- XML/JSON/CSV

}

public void persistTheData(data)

{

//Persist the data to Database or file system.

}

}

Looks good, all in one place easy to understand. But what about the number of times this class has to be updated? What about the reusability of parser code? or download code? It’s not good design in terms of reusability of different parts of the code, in terms of cohesiveness.

One way to decompose the Task class is to create different classes for downloading the file – Downloader, for parsing the file – Parser and for persisting to the database or file system.

### ****Real-world examples of the single responsibility principle****

* **Java Persistence API (JPA):** It has one, and only one, responsibility: Defining a standardized way to manage data persisted in a relational database by using the object-relational mapping concept.

That’s a pretty huge responsibility. The specification defines lots of different interfaces for it, specifies a set of entity lifecycle states and the transitions between them, and even provides a query language, called JPQL.

But that is the only responsibility of the JPA specification. Other functionalities which you might need to implement your application, like validation, REST APIs or logging, are not the responsibility of JPA. You need to include other specifications or frameworks which provide these features.

* **JPA EntityManager :** The EntityManager interface provides a set of methods to persist, update, remove and read entities from a relational database. Its responsibility is to manage the entities that are associated with the current persistence context.

That is the only responsibility of the EntityManager. It doesn’t implement any business logic or validation or user authentication.

* **JPA AttributeConverter: T**he responsibility of the EntityManager might be too big to serve as an easily understandable example of the single responsibility principle. So, let’s take a look at a smaller example: an AttributeConverter as the JPA specification defines it.

The responsibility of an AttributeConverter is small and easy to understand. It converts a data type used in your domain model into one that your persistence provider can persist in the database. You can use it to persist unsupported data types, like your favorite value class, or to customize the mapping of a supported data type, like a customized mapping for enum values.

* **Spring Data Repository:** The last example to talk about is the Spring Data repository. It implements the repository pattern and provides the common functionality of create, update, remove, and read operations. The repository adds an abstraction on top of the EntityManager with the goal to make JPA easier to use and to reduce the required code for these often-used features.

You can define the repository as an interface that extends a Spring Data standard interface, e.g., Repository, CrudRepository, or PagingAndSortingRepository. Each interface provides a different level of abstraction, and Spring Data uses it to generate implementation classes that provide the required functionality.

The following code snippet shows a simple example of such a repository. The AuthorRepository extends the Spring CrudRepository interface and defines a repository for an Author entity that uses an attribute of type Long as its primary key.

interface AuthorRepository extends CrudRepository<Author, Long> {

List findByLastname(String lastname);

}

# **Open Closed Principle**

This is second important rule which you should keep in mind while designing your application. It says:

**"Software entities (classes, modules, functions, etc.)  Should be open for extension, but closed for modification"**

**“Extension should be preferred over modification.”**

“Open to extension” means that you should design your classes so that new functionality can be added as new requirements are generated. “Closed for modification” means that once you have developed a class you should never modify it, except to correct bugs.”

**“You should be able to extend a classes behavior, without modifying it.”**

In other words, Open closed design principles say that new functionality should be added by introducing new classes, methods or fields instead of modifying already tried and tested code. One of the way to achieve this is Inheritance where class is extended to introduce new functionality on top of inherited basic features.

### General Idea of this Principle

The general idea of this principle is great. It tells you to write your code so that you will be able to add new functionality without changing the existing code. That prevents situations in which a change to one of your classes also requires you to adapt all depending classes. Unfortunately, Bertrand Mayer proposes to use [inheritance](https://stackify.com/oop-concept-inheritance/) to achieve this goal:

“A class is closed, since it may be compiled, stored in a library, baselined, and used by client classes. But it is also open, since any new class may use it as parent, adding new features. When a descendant class is defined, there is no need to change the original or to disturb its clients.”

### Why should be open for extension?

Software entities once written shouldn’t be modified to add new functionality, instead one has to extend the same to implement the new requirement or add new functionality. So your code is less rigid and fragile and also extensible.

It means that your classes should be designed such a way that whenever fellow developers’ wants to change the flow of control in specific conditions in application, all they need to extend your class and overrides some functions and that’s it.

### Why should be closed for modification?

If we are “MODIFYING” the current existing class code for every change and every time we modify we need to ensure that all the previous functionalities and connected client are working as before.

If we are changing the existing class again and again, we need to ensure that the previous conditions with new one’s are tested again , existing client’s which are referencing this class are working properly as before.

### Open/Closed Principle to the [Polymorphic](https://stackify.com/oop-concept-polymorphism/) Open/Closed Principle

 Inheritance introduces tight coupling if the subclasses depend on implementation details of their parent class.

That’s why Robert C. Martin and others redefined the Open/Closed Principle to the [Polymorphic](https://stackify.com/oop-concept-polymorphism/) Open/Closed Principle. It uses interfaces instead of superclasses to allow different implementations which you can easily substitute without changing the code that uses them. The interfaces are closed for modifications, and you can provide new implementations to extend the functionality of your software.

The main benefit of this approach is that an interface introduces an additional level of abstraction which enables loose coupling. The implementations of an interface are independent of each other and don’t need to share any code. If you consider it beneficial that two implementations of an interface share some code, you can either use [inheritance](https://stackify.com/oop-concept-inheritance/) or [composition](https://stackify.com/oop-concepts-composition/).

### Benefit or Open Closed Design Principle:

* Application will be more robust because we are not changing already tested class.
* Applying OCP to your projects limits the need to change source code once it has been written, tested and debugged. This reduces the risk of introducing new bugs to existing code, leading to more robust software.
* Flexible because we can easily accommodate new requirements.
* Easy to test and less error prone.

### How to implement this principle?

The best way to implement the open closed principle is to first start with implementing the Single Responsibility Principle: a class should have one, and only one, reason to change.   
This will separate different concerns in your code.  
The next step is representing these separate concerns by abstractions and let consumers of these concerns talk to these abstractions.

To state the open closes principle very straightforward way you can say:

* You should design modules that never change.
* When requirements change, you extend the behavior of such modules by adding new code, not by changing old code that already works.

We achieve this by referring to abstractions for dependencies, such as interfaces or abstract classes, rather than using concrete classes. Functionality can be added by creating new classes that implement the interfaces.

Derivatives from an abstraction are closed for modification because the abstraction is fixed but behavior can be extended by creating new derivatives of the abstraction.

# **Liskov’s Substitution Principle**

This principle is a variation of previously discussed open closed principle. It says:

**"Derived types must be completely substitutable for their base types"**

**“A parent class object should be able to refer child objects seamlessly during runtime polymorphism.”**

**The Liskov Substitution Principle defines that objects of a superclass shall be replaceable with objects of its subclasses without breaking the application. That requires the objects of your subclasses to behave in the same way as the objects of your superclass.**

**“The Liskov Substitution Principle (LSP) applies to inheritance hierarchies, specifying that you should design your classes so that client dependencies can be substituted with subclasses without the client knowing about the change.”**

Liskovs Substitution Principle states that any method that takes class X as a parameter must be able to work with any subclasses of X.

The principle makes sure that every class follows the contract defined by its parent class. If the class Car has a method called Break it’s vital that all subclasses breaks when the Break method is invoked. Imagine the suprise if Break() in a Ferrari only works if the switch ChickenMode is activated.

It means that the classes fellow developer created by extending your class should be able to fit in application without failure. I.e. if a fellow developer poorly extended some part of your class and injected into framework/ application then it should not break the application or should not throw fatal [exceptions](http://howtodoinjava.com/2013/04/04/java-exception-handling-best-practices/).

### Enforcing the Liskov Substitution Principle

If you decide to apply this principle to your code, the behavior of your classes becomes more important than its structure. Unfortunately, there is no easy way to enforce this principle. The compiler only checks the structural rules defined by the Java language, but it can’t enforce a specific behavior.

You need to implement your own checks to ensure that your code follows the Liskov Substitution Principle. In the best case, you do this via code reviews and test cases. In your test cases, you can execute a specific part of your application with objects of all subclasses to make sure that none of them causes an error or significantly changes its performance. You can try to do similar checks during a code review. But what’s even more important is that you check that you created and executed all the required test cases.

### Example:

**Start with Violation**

Let’s use the motivator image as inspiration and define the following classes:

|  |
| --- |
| public interface IDuck  {     void Swim();  }  public class Duck : IDuck  {     public void Swim()     {        //do something to swim     }  }  public class ElectricDuck : IDuck  {     public void Swim()     {        if (!IsTurnedOn)          return;          //swim logic     }  } |

And the calling code:

|  |
| --- |
| void MakeDuckSwim(IDuck duck)  {      duck.Swim();  } |

As you can see, there are two examples of ducks. One regular duck and one electric duck.

The electric duck can only swim if it’s turned on.The MakeDuckSwim method will not work if a duck is electric and not` turned on.

**Solution**

The solution would be to automatically turn on the duck in the Swim method and by doing so make the electric duck behave exactly as defined by the IDuck interface.

|  |
| --- |
| public class ElectricDuck : IDuck  {     public void Swim()     {        if (!IsTurnedOn)          TurnOnDuck();          //swim logic     }  } |

# **Interface Segregation Principle**

This principle is my favorite one. It is applicable to interfaces as single responsibility principle holds to classes. It says:

**"Clients should not be forced to implement unnecessary methods which they will not use."**

**“Clients should not be forced to depend upon interfaces that they do not use.”**

**“Make fine grained interfaces that are client specific.”**

**How to achieve this principle:**

When we have non-cohesive interfaces, the ISP guides us to create multiple, smaller, cohesive interfaces.

### Example 1:

Take an example. Developer Alex created an interface Reportable and added two methods generateExcel() and generatedPdf (). Now client ‘A’ wants to use this interface but he intend to use reports only in PDF format and not in excel. Will he achieve the functionality easily.

NO. He will have to implement two methods, out of which one is extra burden put on him by designer of software. Either he will implement another method or leave it blank. So are not desired cases, right??

**Solution** is to create two interfaces by breaking the existing one. They should be like PdfReportable and ExcelReportable. This will give the flexibility to user to use only required functionality only.

### Example 2:

#### Starting from Violating the Interface Segregation Principle

None of us willingly ignores common design principles to write bad software. But it happens quite often that an application gets used for multiple years and that its users regularly request new features.

From a business point of view, this is a great situation. But from a technical point of view, the implementation of each change bears a risk. It’s tempting to add a new method to an existing interface even though it implements a different responsibility and would be better separated in a new interface. That’s often the beginning of interface pollution, which sooner or later leads to bloated interfaces that contain methods implementing several responsibilities.

Let’s take a look at a simple example where this happened.

In the beginning, the project used the BasicCoffeeMachine class to model a basic coffee machine. It uses ground coffee to brew a delicious filter coffee.

class BasicCoffeeMachine implements CoffeeMachine {

private Map<CoffeeSelection, Configuration> configMap;

private GroundCoffee groundCoffee;

private BrewingUnit brewingUnit;

public BasicCoffeeMachine(GroundCoffee coffee) {

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap<>();

this.configMap.put(CoffeeSelection.FILTER\_COFFEE, new Configuration(30, 480));

}

@Override

public CoffeeDrink brewFilterCoffee() {

Configuration config = configMap.get(CoffeeSelection.FILTER\_COFFEE);

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.FILTER\_COFFEE, this.groundCoffee, config.getQuantityWater());

}

@Override

public void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException {

if (this.groundCoffee != null) {

if (this.groundCoffee.getName().equals(newCoffee.getName())) {

this.groundCoffee.setQuantity(this.groundCoffee.getQuantity() + newCoffee.getQuantity());

} else {

throw new CoffeeException("Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.groundCoffee = newCoffee;

}

}

}

At that time, it was perfectly fine to [extract the *CoffeeMachine* interface](https://docs.oracle.com/javase/tutorial/java/IandI/interfaceDef.html) with the methods *addGroundCoffee* and *brewFilterCoffee*. These are the two essential methods of a coffee machine and should be implemented by all future coffee machines.

public interface CoffeeMachine {

CoffeeDrink brewFilterCoffee() throws CoffeeException;

void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException;

}

#### Polluting the interface with a new method

But then somebody decided that the application also needs to support espresso machines. The development team modeled it as the *EspressoMachine* class that you can see in the following code snippet. It’s pretty similar to the *BasicCoffeeMachine*class.

The developer decided that an espresso machine is just a different kind of coffee machine. So, it has to implement the *CoffeeMachine* interface.

The only difference is the *brewEspresso* method, which the *EspressoMachine* class implements instead of the *brewFilterCoffee* method. Let’s ignore the Interface Segregation Principle for now and perform the following three changes:

1. The EspressoMachine class implements the CoffeeMachine interface and its brewFilterCoffee method.

public CoffeeDrink brewFilterCoffee() throws CoffeeException {

throw new CoffeeException("This machine only brews espresso.");

}

2. We add the brewEspresso method to the CoffeeMachine interface so that the interface allows you to brew an espresso.

public interface CoffeeMachine {

CoffeeDrink brewFilterCoffee() throws CoffeeException;

void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException;

CoffeeDrink brewEspresso() throws CoffeeException;

}

3. You need to implement the brewEspresso method on the BasicCoffeeMachine class because it’s defined by the CoffeeMachine interface. You can also provide the same implementation as a [default method](https://docs.oracle.com/javase/tutorial/java/IandI/defaultmethods.html) on the CoffeeMachine interface.

@Override

public CoffeeDrink brewEspresso() throws CoffeeException {

throw new CoffeeException("This machine only brews filter coffee.");

}

After you’ve done these changes, your class and class diagram should look like this:

public class EspressoMachine implements CoffeeMachine {

private Map configMap;

private GroundCoffee groundCoffee;

private BrewingUnit brewingUnit;

public EspressoMachine(GroundCoffee coffee) {

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap();

this.configMap.put(CoffeeSelection.ESPRESSO, new Configuration(8, 28));

}

@Override

public CoffeeDrink brewEspresso() {

Configuration config = configMap.get(CoffeeSelection.ESPRESSO);

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.ESPRESSO,

this.groundCoffee, config.getQuantityWater());

}

@Override

public void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException {

if (this.groundCoffee != null) {

if (this.groundCoffee.getName().equals(newCoffee.getName())) {

this.groundCoffee.setQuantity(this.groundCoffee.getQuantity()

+ newCoffee.getQuantity());

} else {

throw new CoffeeException(

"Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.groundCoffee = newCoffee;

}

}

@Override

public CoffeeDrink brewFilterCoffee() throws CoffeeException {

throw new CoffeeException("This machine only brew espresso.");

}

}
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Especially the 2nd and 3rd change should show you that the *CoffeeMachine* interface is not a good fit for these two coffee machines. The *brewEspresso* method of the *BasicCoffeeMachine* class and the *brewFilterCoffee* method of the *EspressoMachine*class throw a *CoffeeException* because these operations are not supported by these kinds of machines. You only had to implement them because they are required by the *CoffeeMachine* interface.

But the implementation of these two methods isn’t the real issue. The problem is that the *CoffeeMachine* interface will change if the signature of the *brewFilterCoffee*method of the *BasicCoffeeMachine* method changes. That will also require a change in the *EspressoMachine* class and all other classes that use the *EspressoMachine*, even so, the *brewFilterCoffee* method doesn’t provide any functionality and they don’t call it.

#### Follow the Interface Segregation Principle

OK, so how can you fix the CoffeMachine interface and its implementations BasicCoffeeMachine and EspressoMachine?

You need to split the CoffeeMachine interface into multiple interfaces for the different kinds of coffee machines. All known implementations of the interface implement the addGroundCoffee method. So, there is no reason to remove it.

public interface CoffeeMachine {

void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException;

}

That’s not the case for the brewFilterCoffee and brewEspresso methods. You should create two new interfaces to segregate them from each other. And in this example, these two interfaces should also extend the CoffeeMachine interface. But that doesn’t have to be the case if you refactor your own application. Please check carefully if an interface hierarchy is the right approach, or if you should define a set of interfaces.

After you’ve done that, the FilterCoffeeMachine interface extends the CoffeeMachineinterface, and defines the brewFilterCoffee method.

public interface FilterCoffeeMachine extends CoffeeMachine {

CoffeeDrink brewFilterCoffee() throws CoffeeException;

}

And the EspressoCoffeeMachine interface also extends the CoffeeMachine interface, and defines the brewEspresso method.

public interface EspressoCoffeeMachine extends CoffeeMachine {

CoffeeDrink brewEspresso() throws CoffeeException;

}

Congratulation, you segregated the interfaces so that the functionalities of the different coffee machines are independent of each other. As a result, the BasicCoffeeMachine and the EspressoMachine class no longer need to provide empty method implementations and are independent of each other.
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The BasicCoffeeMachine class now implements the FilterCoffeeMachine interface, which only defines the addGroundCoffee and the brewFilterCoffee methods.

public class BasicCoffeeMachine implements FilterCoffeeMachine {

private Map<CoffeeSelection, Configuration> configMap;

private GroundCoffee groundCoffee;

private BrewingUnit brewingUnit;

public BasicCoffeeMachine(GroundCoffee coffee) {

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap<>();

this.configMap.put(CoffeeSelection.FILTER\_COFFEE, new Configuration(30,

480));

}

@Override

public CoffeeDrink brewFilterCoffee() {

Configuration config = configMap.get(CoffeeSelection.FILTER\_COFFEE);

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.FILTER\_COFFEE,

this.groundCoffee, config.getQuantityWater());

}

@Override

public void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException {

if (this.groundCoffee != null) {

if (this.groundCoffee.getName().equals(newCoffee.getName())) {

this.groundCoffee.setQuantity(this.groundCoffee.getQuantity()

+ newCoffee.getQuantity());

} else {

throw new CoffeeException(

"Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.groundCoffee = newCoffee;

}

}

}

And the EspressoMachine class implements the EspressoCoffeeMachine interface with its methods addGroundCoffee and brewEspresso.

public class EspressoMachine implements EspressoCoffeeMachine {

private Map configMap;

private GroundCoffee groundCoffee;

private BrewingUnit brewingUnit;

public EspressoMachine(GroundCoffee coffee) {

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap();

this.configMap.put(CoffeeSelection.ESPRESSO, new Configuration(8, 28));

}

@Override

public CoffeeDrink brewEspresso() throws CoffeeException {

Configuration config = configMap.get(CoffeeSelection.ESPRESSO);

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.ESPRESSO,

this.groundCoffee, config.getQuantityWater());

}

@Override

public void addGroundCoffee(GroundCoffee newCoffee) throws CoffeeException {

if (this.groundCoffee != null) {

if (this.groundCoffee.getName().equals(newCoffee.getName())) {

this.groundCoffee.setQuantity(this.groundCoffee.getQuantity()

+ newCoffee.getQuantity());

} else {

throw new CoffeeException(

"Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.groundCoffee = newCoffee;

}

}

}

#### Extending the application

After you segregated the interfaces so that you can evolve the two coffee machine implementations independently of each other, you might be wondering how you can add different kinds of coffee machines to your applications. In general, there are four options for that:

1. The new coffee machine is a FilterCoffeeMachine or an EspressoCoffeeMachine. In this case, you only need to implement the corresponding interface.
2. The new coffee machine brews filter coffee and espresso. This situation is similar to the first one. The only difference is that your class now implements both interfaces; the FilterCoffeeMachine and the EspressoCoffeeMachine.
3. The new coffee machine is completely different to the other two. Maybe it’s one of these pad machines that you can also use to make tea or other hot drinks. In this case, you need to create a new interface and decide if you want to extend the CoffeeMachine interface. In the example of the pad machine, you shouldn’t do that because you can’t add ground coffee to a pad machine. So, your PadMachineclass shouldn’t need to implement an addGroundCoffee method.
4. The new coffee machine provides new functionality, but you can also use it to brew a filter coffee or an espresso. In that case, you should define a new interface for the new functionality. Your implementation class can then implement this new interface and one or more of the existing interfaces. But please make sure to segregate the new interface from the existing ones, as you did for the FilterCoffeeMachine and the EspressoCoffeeMachine interfaces.

### Example 3:

There are few common methods to manage the master records exists in AdminPersistenceService<T> which is implemented by DefaultGuestPersistenceService, DefaultMemberPersistenceService etc.

**public** **interface** AdminPersistenceService<T> {

**public** T saveRecord(T model);

**public** T updateRecord(T model);

**public** List<T> fetchAllRecords();

**public** **void** deleteRecordById(String id);

**public** T findRecordByKey(String id);

**public** List<T> saveRecords(List<T> records);

**public** **void** deleteRecords(List<T> records);

}

Now there is a class UserPersistenceService which requires few new methods plus the method exists AdminPersistenceService.

So I add those methods in AdminPersistenceService and not introducing UserPersistenceService interface then it would be compulsory to implement those methods or leave it blank for DefaultGuestPersistenceService, DefaultMemberPersistenceService etc. and In that case Clients which are using DefaultGuestPersistenceService , DefaultMemberPersistenceService etc. are not interested in those methods. So that’s why we introduced new Interface UserPersistenceService.

**public** **interface** UserPersistenceService<T> **extends** AdminPersistenceService<T>{

**public** User findUserDetailsByUserId(String userid);

**public** **void** changePassword(String userId,String password);

}

# Dependency Inversion Principle

Most of us are already familiar with the words used in principle’s name. It says:

**" Dependency Inversion Principle says that Depend on abstractions, not on concretions"**

**“Dependency Inversion Principle states that High level modules should not depend on low level modules. Both should depend on abstraction.”**

**“Dependency Inversion Principle states that instead of lower module defines an interface, higher level module defines an interface which is implemented by low level modules. Hence inverting the dependency control (from letting the class control them to letting the caller control them).”**

**“Abstractions should be owned by higher-level modules and implemented by lower-level modules.”**

**“Dependency Inversion Principle introduce an abstraction that decouples the high-level and low-level modules from each other.”**

**So, in the end, you get two dependencies:**

1. **the high-level module depends on the abstraction, and**
2. **the low-level depends on the same abstraction.**

The idea is that we isolate our class behind a boundary formed by the abstractions it depends on. If all the details behind those abstractions change, then our class is still safe. This helps keep coupling low and makes our design easier to change. DIP also allows us to test things in isolation; details like database are plugins to our system.

In other words, you should design your software in such a way that various modules can be separated from each other using an abstract layer to bind them together.

### Example 1:

The classical use of this principle of [BeanFactory](http://howtodoinjava.com/2013/03/20/different-spring-3-ioc-containers-with-example/) in [spring framework](http://howtodoinjava.com/java-spring-framework-tutorials/). In spring framework, all modules are provided as separate components which can work together by simply injected dependencies in other module. They are so well closed in their boundaries that you can use them in other software modules apart from spring with same ease.

This has been achieved by **dependency inversion** and **open closed principles**. All modules expose only abstraction which is useful in extending the functionality or plugin in another module.

### Example 2:

#### Based on the other SOLID principles

If you consequently apply the Open/Closed Principle and the Liskov Substitution Principle to your code, it will also follow the Dependency Inversion Principle.

The Open/Closed Principle required a software component to be open for extension, but closed for modification. You can achieve that by introducing interfaces for which you can provide different implementations. The interface itself is closed for modification, and you can easily extend it by providing a new interface implementation.

Your implementations should follow the Liskov Substitution Principle so that you can replace them with other implementations of the same interface without breaking your application.

Let’s take a look at the CoffeeMachine project in which I will apply all three of these design principles.

#### Brewing coffee with the Dependency Inversion Principle

You can buy lots of different coffee machines. Rather simple ones that use water and ground coffee to brew filter coffee, and premium ones that include a grinder to freshly grind the required amount of coffee beans and which you can use to brew different kinds of coffee.

If you build a coffee machine application that automatically brews you a fresh cup of coffee in the morning, you can model these machines as a *BasicCoffeeMachine* and a *PremiumCoffeeMachine* class.
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#### Implementing the *BasicCoffeeMachine*

The implementation of the *BasicCoffeeMachine* is quite simple. It only implements a constructor and two public methods. You can call the *addGroundCoffee* method to refill ground coffee, and the *brewFilterCoffee* method to brew a cup of filter coffee.

import java.util.Map;

public class BasicCoffeeMachine implements CoffeeMachine {

private Configuration config;

private Map<CoffeeSelection, GroundCoffee> groundCoffee;

private BrewingUnit brewingUnit;

public BasicCoffeeMachine(Map<CoffeeSelection, GroundCoffee> coffee).

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.config = new Configuration(30, 480);

}

@Override

public Coffee brewFilterCoffee() {

// get the coffee

GroundCoffee groundCoffee = this.groundCoffee.get(CoffeeSelection.FILTER\_COFFEE);

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.FILTER\_COFFEE, groundCoffee, this.config.getQuantityWater());

}

public void addGroundCoffee(CoffeeSelection sel, GroundCoffee newCoffee) throws CoffeeException {

GroundCoffee existingCoffee = this.groundCoffee.get(sel);

if (existingCoffee != null) {

if (existingCoffee.getName().equals(newCoffee.getName())) {

existingCoffee.setQuantity(existingCoffee.getQuantity() + newCoffee.getQuantity())

} else {

throw new CoffeeException("Only one kind of coffee supported for each CoffeeSelection.")

}

} else {

this.groundCoffee.put(sel, newCoffee)

}

}

}

#### Implementing the *PremiumCoffeeMachine*

The implementation of the PremiumCoffeeMachine class looks very similar. The main differences are:

* It implements the addCoffeeBeans method instead of the addGroundCoffeemethod.
* It implements the additional brewEspresso method.

The brewFilterCoffee method is identical to the one provided by the BasicCoffeeMachine.

import java.util.HashMap;

import java.util.Map;

public class PremiumCoffeeMachine {

private Map<CoffeeSelection, Configuration> configMap;

private Map<CoffeeSelection, CoffeeBean> beans;

private Grinder grinder

private BrewingUnit brewingUnit;

public PremiumCoffeeMachine(Map<CoffeeSelection, CoffeeBean> beans) {

this.beans = beans;

this.grinder = new Grinder();

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap<>();

this.configMap.put(CoffeeSelection.FILTER\_COFFEE, new Configuration(30, 480));

this.configMap.put(CoffeeSelection.ESPRESSO, new Configuration(8, 28));

}

public Coffee brewEspresso() {

Configuration config = configMap.get(CoffeeSelection.ESPRESSO);

// grind the coffee beans

GroundCoffee groundCoffee = this.grinder.grind(

this.beans.get(CoffeeSelection.ESPRESSO),

config.getQuantityCoffee())

// brew an espresso

return this.brewingUnit.brew(CoffeeSelection.ESPRESSO, groundCoffee,

config.getQuantityWater());

}

public Coffee brewFilterCoffee() {

Configuration config = configMap.get(CoffeeSelection.FILTER\_COFFEE);

// grind the coffee beans

GroundCoffee groundCoffee = this.grinder.grind(

this.beans.get(CoffeeSelection.FILTER\_COFFEE),

config.getQuantityCoffee());

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.FILTER\_COFFEE, groundCoffee,

config.getQuantityWater());

}

public void addCoffeeBeans(CoffeeSelection sel, CoffeeBean newBeans) throws CoffeeException {

CoffeeBean existingBeans = this.beans.get(sel);

if (existingBeans != null) {

if (existingBeans.getName().equals(newBeans.getName())) {

existingBeans.setQuantity(existingBeans.getQuantity() + newBeans.getQuantity());

} else {

throw new CoffeeException("Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.beans.put(sel, newBeans);

}

}

}

To implement a class that follows the Dependency Inversion Principle and can use the BasicCoffeeMachine or the PremiumCoffeeMachine class to brew a cup of coffee, you need to apply the Open/Closed and the Liskov Substitution Principle. That requires a small refactoring during which you introduce interface abstractions for both classes.

#### Introducing abstractions

The main task of both coffee machine classes is to brew coffee. But they enable you to brew different kinds of coffee. If you use a *BasicCoffeeMachine*, you can only brew filter coffee, but with a *PremiumCoffeeMachine*, you can brew filter coffee or espresso. So, which interface abstraction would be a good fit for both classes?

As all coffee lovers will agree, there are huge [differences between filter coffee and espresso](https://www.perfectdailygrind.com/2017/07/espresso-vs-filter-whats-difference/). That’s why we are using different machines to brew them, even so, some machines can do both. I, therefore, suggest to create two independent abstractions:

* The FilterCoffeeMachine interface defines the Coffee brewFilterCoffee() method and gets implemented by all coffee machine classes that can brew a filter coffee.
* All classes that you can use to brew an espresso, implement the EspressoMachineinterface, which defines the Coffee brewEspresso() method.

As you can see in the following code snippets, the definition of both interface is pretty simple.

public interface CoffeeMachine {

Coffee brewFilterCoffee();

}

public interface EspressoMachine {

Coffee brewEspresso();

}

In the next step, you need to refactor both coffee machine classes so that they implement one or both of these interfaces.

#### Refactoring the BasicCoffeeMachine class

Let’s start with the BasicCoffeeMachine class. You can use it to brew a filter coffee, so it should implement the CoffeeMachine interface. The class already implements the brewFilterCoffee() method. You only need to add implements CoffeeMachine to the class definition.

public class BasicCoffeeMachine implements CoffeeMachine {

private Configuration config;

private Map<CoffeeSelection, GroundCoffee> groundCoffee;

private BrewingUnit brewingUnit;

public BasicCoffeeMachine(Map<CoffeeSelection, GroundCoffee> coffee) {

this.groundCoffee = coffee;

this.brewingUnit = new BrewingUnit();

this.config = new Configuration(30, 480);

}

@Override

public Coffee brewFilterCoffee() {

// get the coffee

GroundCoffee groundCoffee = this.groundCoffee.get(CoffeeSelection.FILTER\_COFFEE);

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.FILTER\_COFFEE, groundCoffee, this.config.getQuantityWater());

}

public void addGroundCoffee(CoffeeSelection sel, GroundCoffee newCoffee) throws CoffeeException {

GroundCoffee existingCoffee = this.groundCoffee.get(sel);

if (existingCoffee != null) {

if (existingCoffee.getName().equals(newCoffee.getName())) {

existingCoffee.setQuantity(existingCoffee.getQuantity() + newCoffee.getQuantity());

} else {

throw new CoffeeException("Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.groundCoffee.put(sel, newCoffee);

}

}

#### **Refactoring the***PremiumCoffeeMachine***class**

The refactoring of the PremiumCoffeeMachine also doesn’t require a lot of work. You can use the coffee machine to brew filter coffee and espresso, so the PremiumCoffeeMachine class should implement the CoffeeMachine and the EspressoMachine interfaces. The class already implements the methods defined by both interfaces. You just need to declare that it implements the interfaces.

import java.util.HashMap;

import java.util.Map;

public class PremiumCoffeeMachine implements CoffeeMachine, EspressoMachine {

private Map<CoffeeSelection, Configuration> configMap;

private Map<CoffeeSelection, CoffeeBean> beans;

private Grinder grinder;

private BrewingUnit brewingUnit;

public PremiumCoffeeMachine(Map<CoffeeSelection, CoffeeBean> beans) {

this.beans = beans;

this.grinder = new Grinder();

this.brewingUnit = new BrewingUnit();

this.configMap = new HashMap<>();

this.configMap.put(CoffeeSelection.FILTER\_COFFEE, new Configuration(30, 480));

this.configMap.put(CoffeeSelection.ESPRESSO, new Configuration(8, 28));

}

@Override

public Coffee brewEspresso() {

Configuration config = configMap.get(CoffeeSelection.ESPRESSO);

// grind the coffee beans

GroundCoffee groundCoffee = this.grinder.grind(

this.beans.get(CoffeeSelection.ESPRESSO),

config.getQuantityCoffee());

// brew an espresso

return this.brewingUnit.brew(CoffeeSelection.ESPRESSO, groundCoffee,

config.getQuantityWater());

}

@Override

public Coffee brewFilterCoffee() {

Configuration config = configMap.get(CoffeeSelection.FILTER\_COFFEE);

// grind the coffee beans

GroundCoffee groundCoffee = this.grinder.grind(

this.beans.get(CoffeeSelection.FILTER\_COFFEE),

config.getQuantityCoffee());

// brew a filter coffee

return this.brewingUnit.brew(CoffeeSelection.FILTER\_COFFEE,

groundCoffee,config.getQuantityWater());

}

public void addCoffeeBeans(CoffeeSelection sel, CoffeeBean newBeans) throws CoffeeException {

CoffeeBean existingBeans = this.beans.get(sel);

if (existingBeans != null) {

if (existingBeans.getName().equals(newBeans.getName())) {

existingBeans.setQuantity(existingBeans.getQuantity() + newBeans.getQuantity());

} else {

throw new CoffeeException("Only one kind of coffee supported for each CoffeeSelection.");

}

} else {

this.beans.put(sel, newBeans);

}

}

}

The BasicCoffeeMachine and the PremiumCoffeeMachine classes now follow the Open/Closed and the Liskov Substitution principles. The interfaces enable you to add new functionality without changing any existing code by adding new interface implementations. And by splitting the interfaces into CoffeeMachine and EspressoMachine, you separate the two kinds of coffee machines and ensure that all CoffeeMachine and EspressMachine implementations are interchangeable.

![Dependency Inversion Principle with Code Examples](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA2wAAAGSCAIAAAAQCdVGAAA1LUlEQVR42u3de5BV9YEncP/JH/PX/rlVu3+ksjUzqa3UVpLZJPtOrTWVTLKpzabyfo0TE2I0KsQHQgyKIOo2ykM0KAItMA3Y2HQjNqA00mgEeSNRgowBGsOjQbqBxm7iCPQSWJlO33vP/Z3HffbnU11W29x7z+Oe8z3f8zv3cc0g1LVr4Jpr7AgINKRW9hukfZK6z9xzjGxKJAINqaVEgsxFiUSgIbWUSJC5iGMQaCiRIHMRxyDQUCJB5iKOQaAhtZRIZC7iGAQaUkuJBJmLEolAQ2opkSBzUSJBoKFEgsxFHINAQ4kEmVupKEn8r7k3HplHICUSgSbBpJYSCU7cE0bwSB7AUCIRaBJMaimRUIeZm3cOr/5x2C9Dz8WvfsVq3v8ddpfoW+Y9yy/0gDUX7kokAk2C1VaCKZEgc4tfmglPvWEZWuiX8LtEP06h5A2cbXEM9R1oEkxqKZHI3Go8d48+oY8VwQkePO59ndPDSAs0CSa1lEhkbo2dx0dHcN6LPtHn4tERnHszI5Eg0CSY1FIikbk1+YqikH+NPhcv+sf6GH1UIhFoEsz1EyUS6rxEBgZ0VheD0rxEqXbXoR0BgSbBpJYSCUpkwRiNeCti7gWdQn+slYvUSiQCTYLVa4IpkSBzEccg0FAiQeYijkGgIbWUSGQu4hgEGlJLiQSZixKJQENqKZEgc1EiQaBJLSUSZC7iGAQaSiTIXMQxCDSUSJC58Q1cNuwvsk8cQ1UFmqSSWkokVFeJvJrCl3557733+i8rGgqBH3479GYJPi838OtiAx8n5I/iGKoz0GIl1TU5qnBfHiHhpkRCnY9EHuvuPn78+NC/HDhwcME/Ln7s10+uemHtsKTO/WKGkHRLFmolzVnn9FBbgRaeVNW/y4+ccFMioZ5L5KsbX5vbuHDO/AVbt21/9U82/ubVjY8/+dShP/zh0kRf7HipbeXzIYE17KT/mgIixjKL3izl4xTqtXn/NdaAqziGUgdaJkkVKxwSRI1wUyJhZJXI8RMm/vP5i2f6zo67+57D3e+ePHW65bn2BYuaLk3xeM/pCxcv/sOPfxoYzSGhFuvG0Tlb6CtoIx4nIl4jMrd6eqQSyYgNtPRJlSAckkWWcFMiYaSUyPsmT5m/aOmc+QvH3z3h7gn33HPvxLvGj7/nvskHj7x7qv9C56tbfvmreypbIq9GasgpddyDR9yZVyKhIoGWIKkKFbVY2RXS3qIvSY/wcFMioZ5LZHd399SpD8+YOfPUqVN9fX2nT58+e/bsE088efu4uyc9+PDoX9yxa9euUpTIope/Q3K26BBCypyttivaSiQjNtAyTKpY57QRaRD3inOsElk34aZEQj2XyLz6+/s3bdq0bNmyAwcOhLyIO/FIZODlp/CLMqU4WfcSdajOQIubVIU+NSJ8JDLkLTKxJlH34aZEQp2XyKufvjbwocA3Aya7aJL4VeGJr9S4nA11EGjhSVUrr4kcCeGmRMKIG4kM/HCKBBdx0jxC0SvjiS8nFX1wI5FQQ4EWfgE6sFqV6N3ZIyHclEhQIlEioQ4DrW4+RFZqKZGgRKJEItCUSKmlRIISiRIJAk1qKZEgcxHHINBQIkHmIo5BoCG1lEhkLuIYBBpSS4kEmYsSiUBDaimRIHNRIkGgSS0lEmQu4hgEGkok1ETmgh0BgYbUUiLBiTtGIhFoSC0lEmQu4hgEGkokyFzEMQg0lEiQuYhjEGhILSUSmYs4BoGG1FIiQeaiRCLQkFpKJJQpcweoX0okAg2ppUSCzEWJBIEmtZRIqJrMbZ76H9tm/PfW6f958X3/qm3G/3hu1t8um/Lvd25edWlnfu+99ySaOAaBhtRSIpG5eTJ32f/9dN/+9b1vta/59d+cPbBh4A9b/+ml+zrXzL+0M589e3agv1+oiWMQaEgtJRKZO1zTxL86+ur0Qxseen7apV9mHt8y5/Vl/7B+1fx/2aeDY/fqV1SF33joL3Elu1fI/A+dpYhfqnC1DLuXEolAE2ixFqT86ia1ZCsjMXMX3P0Xq6b/5fIH/t1Td/zFc1M/vu7Xn1z2wL9um/jlTQ8/+ubyZ3pPnEiQgEXTKnEhK3XmZj7P5VwtuXdXIhFoAq2a1VNqyVZGYuY+Oe4vj77c8IeXJq2Z+de/X33vntbx6+f8n5fmjx481nNoxbLNUx84c6o3QVoNi+BhY3uFxvxyT5cjzqHznvdf/WOhSUccJCKmMmxyEfM89KHKvFqUSASaQIsOtKLBFT71rP6oREINZ+6v7/jr4xunH9nw4AuP/Yc3l49d//h1rzR+Z/Uj11/ct39w9/YDTQu2L2pMc8qbN+airxEXjcjciyDDYi4kVZOVyJB5DhmWyHy15I1mJRKBJtACFyHu1LP9Yx2klmxlJGbuo6P/7RstP/3tsh+9OPPf/Gbh329sum7+pE+vnvy9iy+/8kH78vfbW5eMuq7QGXPFMzf8LrkDihHn2aWbZyUSBFr5A63oyW2aqYdUcCUS6jNzH59+/913/Oy+X9466fZvTvjffzX7x//lsev/6/5Zky8+u/j84vkfNC9o/P43owM3q8yNuB6U9wJQSOoVCtBCmRt3JDI6oMu5WpRIBJpAC3yBZsTZcqyph1+5ViKhPjP36g588uTJttFj/nnRosGWZz9omn++ae5gS9Ph6Q8uvWd8mpcQJThxj/tOl1gDgdmWyLivxy/dalEiEWgCLe67fDK5rhIrP5VIqKvM7b/sysfwLpk5fes9dwwsfmpw1bODK5ednDur7dYbdm7ZkubNjOV/CVGyWcrwNZEVWS1KJAJNoIXUvliviUzQcb0mEkbciXv/5c9O6+3paZza0Dz6xtVjbnzu56MW3TmmveXZ9B+IGPJCw2zfzBj4fsDEJbLou7Mrslq8OxuBJtAKXYCOnrc0U/fubCWSkZ65Q+3evbujo6Nz/fqurq4BaocSiUATaCnTQ2opkZAqc6npI4FvrEGgUSslcsA31oDMpTopkQg0pJYSCTIXJRIEmtRSIqFqMpcRRYlEoCG1lEiQuSiRCDSklhIJFcpcV09cGAKBhtRSIkHmokQi0JBaSiTIXJRIEGhSS4kEmYs4BoGGEgkyF3EMAg2ppUQicxHHINCQWkokyFxxrEQi0JBaSiTIXJRIEGhSS4kEmYs4BoGGEgkyF3EMAg0lEmQu4hgEGlJLiQSZK46VSAQaUkuJBJmLEolAE2hSS4kEmYs4BoEmtZRIkLmIYxBoKJFQx5nLiKJEItCQWkokyFyUSAQaUkuJBJmLOAaBhhIJMperCVg9a16JRKChRCqRIHOrvTherY9KJAg0lEiQuQQVx2H/JI5BoKFEQg1nLtgREGhILSUS6vNIcPqy2qo7V2c7l94GZJgzIkWJBGn4Z5WxDopX3mUx/gcokUokUI7WVdOjd7lLdHVB5D6QVbzIEyUSZOI1dXb9N6JEAiiRSiRQ2h5Z0/k4bIlkPeAEVYkEhGOpBgy8dBKIdbKtRyqRIByvGazHyzSJX/+uTQJKpBIJBDXIwTp9rU/KLqhNAoORb0DUI5VIGKGxOCz7fHRF0aoNKJFKpBIJGuQ14X8HGMlp6WuolEjg/2eilQAgQpVIIN4ptfVQirVqxYISiRIJoE0CSqQSCVChNulgA6BEAiRpk1YCgBIJAIASCQCAEglQe5HnpZMASiRUVS+xHmqxSnriAJRI0CBJVSitCgAlEsrXP6wEAJRIIEZ91CABUCIBDRIAlEgoZYO0EkbsmYNnH6QuSiSANglKJEokgDYJSiRKJACAEqlEAgAokUokAEBZTJw40UpQIgFG4vHvCqsClEglEmQWJG+Tti4QyEok1O2R3npAmwQlEiWSWt5A072eOu7dEx/Xve7bVlqpu9tKqftdIKsSaRdQIqFUkZFmZEg2oUSCXUCJhMrHx9U/Dvtl6Gc7D/uc59wbDHvw3I+GHnqXS/Xx3LlzuZ8dHX2vvLcpdBdxZiuNtZVeOaUp+pi2UkZOUNsFlEjIvwNH79WFEmTYH89dlvdfz31o2F2uDEAWesxC94rO0JBkHPSVJ7bSyO1t6JZ59Y95724rpe6DOvox7QJKJE5qg850C/1eKEeK/uvQ8Z5Yj1k0m1IuO7bSoVvplUKZ9wa2Uup+F0j8mHYBJRInuBlk01Dhjxl4r2Tnsk5wbaVxt7erb+u2lSKo7QJKJEIqxktt0mRT9KSLJk6aWzqptZXaSrEL2AWUSKhMcgWejIZkU6zHjPvHoi/TxlZqK8UuYBdQIqG6smkw0Zv+iv4ecq/oN/1hKy3nVjr0YretFEFtF1AiITTFwFbqG3EQ1CiRkE02OZoyMo+g2iRKJEokpD2OWg/YC+wI1OjWayUokSB9ABDjSiRU+cbtRdMAdRHmVoISCRokOFSDLVOJBIkD9Xj25RwMkY4SibgBtEmkOkokABUqlNYDSiRKJACgRKJEAgBKJEokADV3jHeYR4lUIgEgeZV0vAclEgC0SUCJpO4OUdYD2FUBJRIclgBAiYSSNUgrAQCUSNAgYUTv1PZrUCLBkQZIvoPbx0GJBA0SSNUm7fKgRAJAwkJpJYASCQCAEgkAULamYlhaiQSADIuFbqFEokQCQMIeqU0qkSiRAJC2UFoVSiRKJDICQJjgOVUiQUAA4BihREJW0SAdAFAilUjQIAHJgxKpRIJQAOq3Sgoixwsy2Y8A6pbYBSiJc1BGNjnKv8lVW4n0pIgmqINdRokElEglEkCJBFAiAZRIACUSQIkEUCKlLqBEAiiRSiSgRAIokUokgBJZ8wb6+y/998iB3Vsf+5s3X37i0u/9l/8CKJEIUlAiKRB8AwOX/vtu9zuvPfW/+g68+HrT13+/u+Py360bUCIRpKBEks/Zs2cv/ff40YMbZn721BtP97+1cOD3rZtn/8+3X193Lif/0n+AfMi9wh9/6M0SzFLuXZItV9672OaVSCVSkJYoSFNmbHg2CmGUSIo43fvuK7P/9t2tM/u2Tu55+fZTG8f/8e35r835T/t2d149vc67T5biaR36mNGPH37LiuQXSqQSKUgrFaRCGCWScnjhNztnzZj8/EP/7dyOST2do0+9cvvJ9WPeXnTj7ifvfP7BG8729UXsqLkJUigO8gZN9L9GnxlHf7VmrJnJ+5jJFir6j0UfByVSiRzJQRoSQdFpkyyOhLA9RYkkodsfbX5u26HZM+5qnfDX7++85/Sr47fPuPV3C+cf6Vh3oKVl95Oz+k6dCsm+QoEYK8IKbSfJMjRwchH/G2uhCi1g9L86h1YilUhBGlFxiqZNdPIkvrsQRomkuHG/fnZT13sdb/c3TJ2w/L5PvP7UTXvnzx18683Bt94Y/Kc3/9DavHX+nLznbbnPaaE4yJtEsV7CUtL8uhpVIaeqRWc7QV22dyiRSuQIDNI0JTLz5KlsiRTCKJG16qaGRc07ult2nWh+/cy9U+584vt/+8HK1our2y60t/7p58XnF//4h0WzL3rPDI+qDPOr6JWXkPwKPE1PnF8upiiRSuSIDdKir+eJTq3qL5FCGCWy/l0/+al5m47M3Xh4/qYjs1/rnjnmjrNPzBhsXfLPi+dffPYfP1jSuOAnfx/rBDpihLL8I5HRj5zgYkcpToJRIpXIkRykIWfp0WlTzSORQhglsp79+P6nlr917tJPy5732g5cfKpp9Zpf3PTB8qbBF1ovrli6/d67Vi9oTFYi07+sO2Uaxp2ZxBHsSgpKpCBNHKQhJTLNSGSsgUwhjBJJDF8b88DomUsv/dwyY8ml/45qWHj9t37YetvNa++8pfWWG5oebjhz5kzumGL02+UC338d+NrK8IdK+QjRcxhroc7FvOJjO1QilciRFqRFS2Ss3Mv2TdlCGCWSIOvWvbTuQy+99NLatWtf27x5z549HR0d27Ztu/IJuoASiSAFJRJAiQRQIgGUSCUSUCIBlEglEkCJBJRIJRJAiQRQIgGUSAAlEkCJBFAilUhAiQRQIpVIQIkEqG/VViIB6oQ2DRiJNBIJEHsk0ooAlEglEkCJBFAiAZRIACUSQIkEUCIBlEgAJVKJBJTIywYAalONlkhPHFBz0apEAkqkEgmQXYn8/f79S5a1tr+wdsGiZ7p7jlt9gBJZ0hIpdYF6KJHd3d2Ni5a+snHzix2dCxc3z1vQ1N/fbw0CSmSJSqTUBeqkRG7fsePxJ2Y3PDK18enGiZMm3jV+fF9fX7KpXv1enMTznf4RIh552C/lV7qlA0lXQyUyk9TNTZJssyVWXl29ZYKIG/qdanEXufyx7zBXokUu9fZMqUrkioYvNt/z2ZVTru2c/b0V93/+mbs/NWPiDyY3tk95qmXK3NYp89pGNzTGTbRkz31Jt5iKb472B1AiM0zdYUflbHtJrDxP012G3SVuzyhz6jrMlW6uSro9U8IS2TLuE+c3d+5tvv/Vp24/sGJW/0vNS++/ds+Zwd1H3tt97NxbPRd/dN+clOfEuWchueesQ2+Td0vKm1PD/pj30Yo+ePSMRW/omS8dUPclMqvUjTjoJgu3BHl+TY6IwadCcxXrwFH08TOP/ZFwmAs5VSjpsS/z7ZkylcimGz/WM2fyrmmjGr79kbdnjz06Y8yTv/z8mv0X2n/b3f7Gu2v3nfnhr2alOdUotDPk7i3RvxTdu0J2v5C9NCRJEzxI4NIBdV8iM0zd3P8mCMnwPpEyXcMHLwMnFJ6xiWN/5BzmIi46l+HYl9X2TLlL5OyffnT/9FvOt8zb9Oj1gysW7brva9PGfXnFvvMtO7tbdp1Yuef0d8ZOy3vykUnolC2J0jx4+Jlo+qUD6r5EZpi6eQ+6RccXo5OznCUy5JiS4PEzjP2Rdpir1LEvk+2ZCpTItauaZ9/8mfZx177Q8N3WWz734KhPTl/W3rSjd+HmYwu3HFu8q+frv3ioFCORJd278l5bUSJBiayGEplh6hY66EZkYHlGIiMucAdeUo+O8egFHAklMvPDXMhIZKVKZPj2TLlL5KVbb9v62orWZbNmNnzrxpseWf7y3I3H5m86Om/jkUs/C7ed/OrNkxKUyDR7SMq9qxTnykokKJEZfk5kVqkb6/Jf4PhT4jxPMMBZ6DWRceewIiWyng5zKV8PWtISmeZZo/Ql8sPPJ+s69M7YuR0d3YMtvzvbtu+PbfvOtb41sOrgxa/8bELIJItu3wPpXtGS1StIMimR2WaH10TCyCqRWaRuguQMfw1ZsjzPZHQt1oQGMnpNZGAdGQmHubgbWykWOfPtmdKORF75nNuuQ4e+cUfD7Y8tu3na4ltnLL3yM+bR5i/95O7AqRYaDE/5epe472UbiHznV6x3/xVaxpIuHVD3I5HpUzdutsR9N2uCPA9893TRy7KB0Rr97uyUsR/9AR31fZiLWPDSLXKpt2dKWCKv6Ovr6+zs7OjoWHdZx1Xr1lXDItX3hmI3gBFVIsufukKm+lfXCHyOEi+y7bnqSmR1bl51/C0v9b10oEQWLZEKihI5Ag8EmSyy7VmJBFAiAZRIACVSiQRGTokEqBs1USIBai5alUhAiVQiATIqkYZtAZezXc4GiH0528oClEglEiBJifz9/v1LlrW2v7B2waJnunuOW32AElnSEil1gXookd3d3Y2Llr6ycfOLHZ0LFzfPW9DU/+FXcgEokZmXSKkL1EmJ3L5jx+NPzG54ZGrj040TJ028a/z4vr6+uNOL/nb29GJ9MOnQ70eKOxvhH4Ka4JEzXzPl/IjakK8vK8UzUiVG+OIrkdmWSKk7QlI38Wq55s9VJOUQrUElckXDF5vv+ezKKdd2zv7eivs//8zdn5ox8QeTG9unPNUyZW7rlHltoxsaw3eVvP+b4ZYdnjIJZiC3KJQiziqyWko3uZI+I9VZIkfg4iuR2ZZIqTsSUrdsq0WJpJIlsmXcJ85v7tzbfP+rT91+YMWs/peal95/7Z4zg7uPvLf72Lm3ei7+6L45KeOs0Ne0R6RexO4X8cjX5Ig4d4z+8viBmN9hX+jxc2+Qcs0UXS2531IfPefR0y30tfcVeUaiT/Trb/Gp1xIpdessdSu7WsIXKmQBA6MpfDVKtjovkU03fqxnzuRd00Y1fPsjb88ee3TGmCd/+fk1+y+0/7a7/Y131+4788NfzQo8g8n9b8Qxu9ANwjf6iDYQMgPh54uBEwqcjWRrJvyUMWLdxp1umrnK5BmJDqBCs1dPi09dlkipW3+pW9LVklWmFU3UlPMceHfqqkTO/ulH90+/5XzLvE2PXj+4YtGu+742bdyXV+w737Kzu2XXiZV7Tn9n7LS8ZxV5T0Fy4yzZnlCR/TZ66RI/finKRPQZcOCcZxv6pW5RRYcB6nvxqacSKXVrPXXLUCLDV0v4051hoqYPTOqkRK5d1Tz75s+0j7v2hYbvtt7yuQdHfXL6svamHb0LNx9buOXY4l09X//FQ2nOifNmRPiwUyb7bcQ1hcCLOxGLEP2vZYuz2mpR4c9IyEhkHS8+dVkipW59pG7pVkvESGR0TmZybadsU6QeSuSlW2/b+tqK1mWzZjZ868abHln+8tyNx+ZvOjpv45FLPwu3nfzqzZNKcWElwclNyisaReMg5ApC4lP5Oi6RZXtGqrNElm7xqdcSKXVHQuqWf7WkHBdMNladZuyTuiiRH34+Wdehd8bO7ejoHmz53dm2fX9s23eu9a2BVQcvfuVnEwLjLOQkLO/vgQ8eqyKU7WUomb86J02FiruKwpcik8llsuCFzpVH2uJTwyVS6o6A1K3IakmZqAlWtWQzEjlw5XNuuw4d+sYdDbc/tuzmaYtvnbH0ys+YR5u/9JO708TZQORbaGNt3HlPBAsd4BO8nW2g8CeWpXyfYN6VMBDzvcOBqyV8MQeCX640EPxBiZk/I4GpFxG+dbz41O5IpNStp9TNfLVEXPpPmWkhY9ulSFHJVs8l8oq+vr7Ozs6Ojo51l3VctW5d5vNne7K6rCJGcomUuiIF6qpE2j/FWc2tFue4kq6mS6QYkbqgRAIokVVdIgGUSAAlEqAKSiRA3aiJEglQc9GqRAJKpBIJkFGJNGwLuJztcjZA7MvZVhagRCqRAElK5O/371+yrLX9hbULFj3T3XPc6gOUyJKWSKkL1EOJ7O7ubly09JWNm1/s6Fy4uHnegqb+D7+SC0CJzLxESl2gTkrk9h07Hn9idsMjUxufbpw4aeJd48f39fXFnV7EdzQlluBx8n4VVcjt496x5hYHlMjqKZGZpO6w7E2fPKXIjcpOHSh5iVzR8MXmez67csq1nbO/t+L+zz9z96dmTPzB5Mb2KU+1TJnbOmVe2+iGxrj7f6XiIHEXLEOJrOzigBJZPSUyk9QdSPT9yFWbG1ILarJEtoz7xPnNnXub73/1qdsPrJjV/1Lz0vuv3XNmcPeR93YfO/dWz8Uf3TcncYnM/YL2oSfNEd/XnvdBYn0BfKE5yTuhvA8ecfuaWxxQIqunRJYidQsFb4LkyRsjubeJDq7yTB2ocIlsuvFjPXMm75o2quHbH3l79tijM8Y8+cvPr9l/of233e1vvLt235kf/mpWmhIZ0bHCW1fugxSdRMjNou8YPq3qXxxQIqunRJYidZPFV2C45e1/EXcvz9SBypfI2T/96P7pt5xvmbfp0esHVyzadd/Xpo378op951t2drfsOrFyz+nvjJ2WG0+5p4mF/h79e+45a3QlCv9jrNtHXzgOHGus5sUBJbJ6SmRWqVto6C5ZyMSNozJMSKZBtZfItauaZ9/8mfZx177Q8N3WWz734KhPTl/W3rSjd+HmYwu3HFu8q+frv3gozUhkdNGs6RJZQ4sDSmT1lMhSpG62ja1QuJWnRAZOHah8ibx0621bX1vRumzWzIZv3XjTI8tfnrvx2PxNR+dtPHLpZ+G2k1+9eVJWJbLQHWt9JLL6FweUyKr6nMjMU7ecg45lG4mMnjpQBSXyw88n6zr0zti5HR3dgy2/O9u2749t+861vjWw6uDFr/xsQuYlMsEl74jClP6Rw18TWaOLA0pkFZXILFK3dMmToNulvJiebOpAVYxEXvmc265Dh75xR8Ptjy27edriW2csvfIz5tHmL/3k7pAsK/qqnYHI90EnGP/L+7a+WFOJeNV2xNufa3FxQImsqpHI9KmbOB9CkqdomEfcvZxTBypfIq/o6+vr7Ozs6OhYd1nHVevWVfnS1lm+iEuo+xJZ66kruECJ/LM4q7nAqqcPRKyzxQElMqRECi5AiQRQIkdciQSUSAAlUokEiFkiAepGTZRIgJqLViUSUCKVSICMSqRhW8DlbJezAWJfzrayACVSiQRQIgElstpL5O/371+yrLX9hbULFj3T3XPcUwkokQBKZJES2d3d3bho6SsbN7/Y0blwcfO8BU39H34RIoASCaBE5i+R23fsePyJ2Q2PTG18unHipIl3jR/f19cXd9kLfdlsGgkeJ/cu0Q8S8XXYmX9ieWUXB5RIACUy4xK5ouGLzfd8duWUaztnf2/F/Z9/5u5PzZj4g8mN7VOeapkyt3XKvLbRDY1x606lSkziLliGElnZxQElEkCJzLhEtoz7xPnNnXub73/1qdsPrJjV/1Lz0vuv3XNmcPeR93YfO/dWz8Uf3TcncYm88svQ/x06VDn0Xrm/5z5I7lTy3jJ6TvJOKO+DR9y+5hYHlEgAJTLjEtl048d65kzeNW1Uw7c/8vbssUdnjHnyl59fs/9C+2+72994d+2+Mz/81aw0JTKiY4W3rtwHKTqJkJtF3zF8WtW/OKBEAiiRGZfI2T/96P7pt5xvmbfp0esHVyzadd/Xpo378op951t2drfsOrFyz+nvjJ2W265yx8AK/T3696EFq9A4XMQdQ7pgyO2jLxwHjjVW8+KAEgmgRGZcIteuap5982fax137QsN3W2/53IOjPjl9WXvTjt6Fm48t3HJs8a6er//ioaLLHn05O6Jo1nSJrKHFASUSQInM/nMit219bUXrslkzG751402PLH957sZj8zcdnbfxyKWfhdtOfvXmSVmVyEJ3rPWRyOpfHFAiAZTIrEvkh58K2XXonbFzOzq6B1t+d7Zt3x/b9p1rfWtg1cGLX/nZhMxLZIJL3hGFKf0jh78mskYXB5RIACUy+5HIK58u3nXo0DfuaLj9sWU3T1t864ylV37GPNr8pZ/cHVIii74mciDyfdBxW9dAvrczx51Koeo2EPn251pcHFAiAZTIUn13dl9fX2dnZ0dHx7rLOq5at67K13ydFSb9D5RIQNLVUomsuaZVTx+IWGeLA5UpkQB1Q4kEUCIBlEgAJRJAiQSozWhVIgElUokEUCIBarBEulgGuJwNoEQqkcDIKJEA9U2JBDASCWAkEkCJBFAilUhAiQRQIpVIQIkEUCKVSECJVCIBJVKJBFAiAZRIgCoqkVYWUE9Jp0QCKJEASiSAEgmgREpdQIkEUCKVSECJ/FB//7/8Gjy9YV87lmCOi94r1oNfvWXc+cm9cdzFyXv7ZOvk6h3Tz1U1rNth20nK7aHQ7TNcM2m255Tbf9mekQxXVNwZyGRWlUiAqimRlxvkmdO9Wxd8/fXV96c5BJbuEBvePxLMxrCjYLKelPlSp5+rKlm34Suqgqs9wWop3eRK+oxkvpVmfuqoRALUSIm83CBP9Z7cOOcLZ/YtP7hmzM72SQN/NjRZMPoj+kHeMZXcP0aUpOjJDXuoa3LEnY2i/5v3QYbNW6FFKDRgU+iRk81V0WGhiAN/Sddt+EYSa7UPvUHKNVN0tQybStE5D3neq+QZKXpOVf4ZqNcSCVBzn55WfCTy9KmeDbO/cGLrowN7F57b37a35R+2rnwg1iE2oqME/jHil8Dxm+hHCPlj7n9jTSvxv0b/MdZcFbpB+FG8ROs28YTibi2x1kz4CFnEuo073TRzlckzMhB53Tz9cxE4A0okQM2XyNOnejc88bWjv5nSt/2hng2392y4rf+Nx9989vqNzXfkHnIKDYYlG/0KH4mpYIlMNpKXSeVKM1eBq73MlSVw6C58WVLOWKzBv8A5z7Zql+gZCT8zVCKVSECJzFMi+y9fsT529PAzEz7bt+mXp165radzzMn1Y9577a53Vt8y585PZ3I5O3BIrEQlMuKKW25FKFTXCt0+fYmMfuQ0c1WGkcjAdRtR+yIWoejKKXWJjFuGqqFEhj8jISORpZ4BJRKgHi5nb+hY8/QdHz/zm9vObp3wx12T97d867E7/+7o0aPZXs4OP/YnO6IHXhCP+GOCy9nZjqulv5wdd7WXbd2mH5keaSWybM9IKUYii05LiQSokxJ5SWfH6tm3fOLsznvffu66h0d/4Z1Dh0KivGg/CH8lWazrX6V73V6aVz2W6HJ2rLkKf89s+ddthmss86u6yVZL+m2+Ilt74IbhNZFKJKBEhn7Y+Pq1a+bf8fHpt1175MiRwCiPuHwZ622zhd4TGnHdLfDKeNy3i0Y8SPh7yWM14+h3Z8eaq7gf2leedTtQ+HMiU747O/FmVnSQLOJJCZm3wOd9IPhzIjN/RlK+Ozur3a2+SyRAnQgpkZds3769q6trgIpK+RHlWF11v+aNRAJU10gktX6U1YqsrhGy2pVIACUSQIkEUCIBlEglEqjvEglQT0mnRAIokQBKJEC1lkhXxACXs8tZIj1xQM1FqxIJKJFKJIASCUg6JRKgSktkf7+1CSiRSiSgREbFWX+6Hhnre9WGfuFblXykdt4vb4z+ysFqWy2JVyYokRUrkUMytj9dXmWVhBnGaUlzL+9Xg6Zf2JTfFpZ+rqrkmBK+gSVe7RmumbJtciXa78rZdopOJflI5OG9e7bNfeKVqVNefvjBN5c39544kWDy4RtcmlVTihKZ+TyXc7WUYrcEJbK0JfJygzxzunfrgq+/vvr+xHlVVXt92XIv99vYMymRKZc6/VxVybpNcHyshsN39ayW2iqRQycUu0T2Xw6ygzu375g6pffVDYMH95/ft/fw822bpz5w5lRvgpO/3F1o2A6Wd8wvd2eL6Pt5TyOGnQgWGlbM+3v0KenQyUXM89CHKvNqUSJRImusRF4O3lO9JzfO+cKZfcsPrhmzs33SQL7LP0VTNzepimZUROmJCMzwu5ch90L+N++DhBxHCv1rSALHmquiQ2IR2V7SdRs4oaL/mneDyT1KJlgzVb5awhcqZAHDt8PA1RixdElGIk/19m58aNKZl14cfGPXhW2bLmzfPPjm6weaFmxf1JigREafH0RfIy7a+fJulBF/zNvqkpXIkHkOKXOZr5ZqHpYAJbLQSOTpUz0bZn/hxNZHB/YuPLe/bW/LP2xd+UDcw2R4Bkb0v2QRF+sFPyXKvbyn7uHTSvyv0X+MNVeFbhBeNUp9TIk7ocDZyPx4WqlDbaxHCHy6i7adNFOMrkPxSuSVYch3ug5uunfc4LrV51e1XVi94k8/a557v711yajrcheyglt24CMnC52IRctknpVIUCKHNMjeDU987ehvpvRtf6hnw+09G27rf+PxN5+9fmPzHSGpWzSN04Rk+rtXtkQmG8nLJIHTzFX0aizzoTZ8A4u7LKU7npZhk4u13yVYqJRtJ5OThJgjkZdLZNeBAxvvGnOxdcn5JY0Xlj595eeD5gWN3/9meUYiI4aX89bzkNVa6I0yRc8R08xzRVaLEokSWUMl8sqp+7Gjh5+Z8Nm+Tb889cptPZ1jTq4f895rd72z+pY5d346ceoGZmCVl8hYuVeorhXNycRrIGStJpurMoxExj3Uxlr8kMNTdZbIlIfakJO9uE930aUoxRQTlcjLThw/3nrrDe8vfHLw2UUfNM09v3jeYEvT4ekPLr1nfII4Szy4Hd6E0nTzrEpk4FyVYbUokSiRtXg5e0PHmqfv+PiZ39x2duuEP+6avL/lW4/d+XdHjx7NqkSG36B0JbLUuZfgcna242oDqS9nJxhSqtQxJe4cVqREVttqSTwumH47TJYJCd+dvWTmjC0Txg5cqo+rWgZXNp+cO6vt1ht2btkSkubJrqeU4jWRyWZpILvXRFZktSiRKJE1+hE/nR2rZ9/yibM77337ueseHv2Fdw4dihu5yTriQLoXDmb1eya5l+ZVj5k0mwSzF/eVf1VyTCnzayLTDCpV1WpJsFAJ2k6s10ZnXyJ7e3qentrQPPqm1WNufO7noxbdOaa95dnwQI+47hz47r+s3p0dMlqbpkQWfedjRVaLd2ejRNboh42vX7tm/h0fn37btUeOHAnP25C/p3/RZMhYWmD2Zp57RY+sha4mpxmJDE/gWKs07mcclueYkuA9y4Fvig9/d3bgAa5sm1z4aom1BxXd2TOfYsbvzr5q9+7dHR0dnevXd3V1OUrVECUSJbJ2v7Fm+/btIrc+Erhsd7SeKdG69d3ZI3cLsIOhRPraQ2qo3whtq6vaVqwSCSiRSiRANtGqRAJKpBIJkFGJBKgbNVEiAWouWpVIQIlUIgEyKpGGbQGXs13OBoh9OdvKApRIJRJAiQSUSCUSoOIlsr/f2gSUyPKVSKkL1GKJ7C9looV/wXn6x4n4ssTMpZn00K8nSrkqyjbdQt/4lP7JLfM37oTM/0jYijJfkFLPedFPxK2tEpkydcu8qWS+gV2TozqPqb7HASUyaCTy8N492+Y+8crUKS8//OCby5t7T5yo7IE8QYlM8MWUWS1CrEmn7EwVmW7Et5BnWCLLdlRIsHrrbCsqz1KUbjusj5HIxKlb/k2lFCWy+g+ovlEWJbJIiey/fOJ7cOf2HVOn9L66YfDg/vP79h5+vm3z1AfOnOoNbxJDd7aiX9Ae0QhDvlN8oNgXjefd/8PncNi9Yn3HedGRwkLn37G+1r38041+6os+44XW4bAbhDxsxMBAsmWJPrDV61YUMnt55y3vM1L+7bCmS2Sa1K2qTSV6p4i72cTd94vukpn8UYlEiSwyEnmqt3fjQ5POvPTi4Bu7LmzbdGH75sE3Xz/QtGD7osa4JTLiOJq7t4ecW+e9S/QfC0VSyFRCphh30oErJHyu4pahzKebYEKBs5HgGQmck8DjwQjZiqIXKnC/DmwDmc/5ld9rfSQycepW26aS+WYTaz/KKkJDgkKPRIkcHmdXTojf6Tq46d5xg+tWn1/VdmH1ij/9rHnu/fbWJaOuyz1LK3ouGLdShF9EiPXH8BPizLOmLkvkQIHXRKYpkWnuGHhkTfl81etWlHhBcv+rRMYtkVmlbtVuKuGbTaEh0gQ7cvg+lTgolEiUyJxz4stx1nXgwMa7xlxsXXJ+SeOFpU9f+fmgeUHj978ZeE6cVYmMDpT01aSaD/8R15tCqkyppxuxbiNmMvAgkclBbqDAVbDAo9SI2opCRn3yrrTSlcjwOa/5kciMUrdKNpWQfS3BZhPrZDV6a4n7EhclEiUy3uXsE8ePt956w/sLnxx8dtEHTXPPL5432NJ0ePqDS+8ZX84SmfkxuIKH/8TXc5OdMZd5uuGPEPj4WZXINEMRI2orSjx+E9gGSjrn9XE5O33qVtumkn6zyeSSVPiuPeByNmRSIi9ZMnPGlgljBy4F2aqWwZXNJ+fOarv1hp1btoRMMsHFzegz3fCXv4ScTcadw/A4zmRyKatGxadb5tdEZn4SkmB7roOtKFkzCH+jVUnnvD5KZKlTd6BCL59NvAmFjI5X9rxOiUSJLBhnvT09T09taB590+oxNz7381GL7hzT3vJs4CTjXiko+u7skLsUepzod9hF3yZkVDXupKNXSILLLpWdbrJrQ9Hvzo5+imMdgeLOXtx3edfTVhQye4FNsZxzXk8f8ZMmdSu1qRT90IbwzSbicyJjvTs7TZSFz7wGiRJZ/LsTdu/e3dHR0bl+fVdXl1VZtcSZNekpq5tvrJG61byrKpEokb47W6RiNdbb8+W7s+2qZZu0oECJFGdAnSedEgmgRAIokQDVWiIB6kZNlEiAmotWJRJQIpVIgIxKpGFbwOVsl7MBYl/OtrIAJVKJBFAiASVSiQRQIgFGVIns7/fMAkokgBIZlbr96XpkxFcUFrrxQIqPzs78A7fzfudh9BdkV9tq8TnkKJEASmRlRiIP792zbe4Tr0yd8vLDD765vLn3xIkEla5oj8nku/tKUSIzn+dyrhbfiIgSCaBElrtE9l8ebjy4c/uOqVN6X90weHD/+X17Dz/ftnnqA2dO9RYtW9F/yR3bKzTmlzuQFjGMl3fE7uofC006ot5FTGXY5CLmeehDlXm1KJEokQBKZAVGIk/19m58aNKZl14cfGPXhW2bLmzfPPjm6weaFmxf1JigREZ0tYFi14iLdr6hRSr3LhF3T18iQ+Y5pMxlvloKFUpQIgGUyFKVyCvDkO90Hdx077jBdavPr2q7sHrFn37WPPd+e+uSUdcN622Fht/KXyLD75I7oDhQeNiydPOsRIISCVA/JfLKW2e6DhzYeNeYi61Lzi9pvLD06Ss/HzQvaPz+NyMKUIZtKeJKbt4r2iEFq9AbZQqVyIj5D5/niqwWJRIlUokElMjKXM4+cfx46603vL/wycFnF33QNPf84nmDLU2Hpz+49J7xCUpk4LBZYIFL0MOiHzOrEhk4V2VYLUokSqQSCSiRFXt39pKZM7ZMGDtwqT6uahlc2Xxy7qy2W2/YuWVLyOIXvY48UK7XRCabpYHsXhNZkdWiRKJEKpGAElmxEtnb0/P01Ibm0TetHnPjcz8ftejOMe0tz4avgYjrzkVfaDiQ6buziz5myhJZ9N3ZFVkt3p2NEgmgRFbyG2t2797d0dHRuX59V1eXp7WGKJEokQBKpO/OJmGP1CAZuSUSoG4okQBKJIASCaBEAiiRALUZrUokoEQqkQBKJEANlkgXywCXswGUSCUSGBklEqC+KZEA2ZfIQQCqvET29zuGAUokgBIZVSL7S9kjo79UMNvHifiyxLz3zfsNioF3jDWtDNdheZZx2GImeGpCbl/+tRe9pHW22SRbV+WZyZAHVyIBamMk8vDePdvmPvHK1CkvP/zgm8ube0+cqOxxPUGJLPp12Fn1mIiv5C5Dg6zCZUxcIstWjBKs3lrfbDJZV5XtkUokQFWXyP7Lw40Hd27fMXVK76sbBg/uP79v7+Hn2zZPfeDMqd7wA8zQg+uwMYzcUbSIRpg7/pH3Lrl/zH3AiNG73NewFp2BiKpRdJiw0COE3LImljFwDeTeIORhI4bEki1LdI+pxc0m1kYVfU5Szm1biQSo+ZHIU729Gx+adOalFwff2HVh26YL2zcPvvn6gaYF2xc1xi2RhWpl3qIZMiCU9y7Rfwwcaor4JdYfEz9Cmhko/zLGnVDgbCRYS4FzEjhqWAebTaGmHmsnLVoiS7FtF+2RSiRA9ZbIK8OQ73Qd3HTvuMF1q8+varuwesWfftY8935765JR1xV9pVTEcGD4gSTwomEmRSGrNhCxNkIuvocvQqVKZKHXRKYpkWnuGF0iw5tlZUtkKTabxK06979l3raVSIBaHom8XCK7DhzYeNeYi61Lzi9pvLD06Ss/HzQvaPz+NwOv/WVVIvNeKCxniYy4UhkxCBRyAA6/pBj34F2iZYyoCBGLE7K6siqRhVZXyAxUZJWWbrOJ21yjS2TZtm0lEqCWS+RlJ44fb731hvcXPjn47KIPmuaeXzxvsKXp8PQHl94zvpwlMllfjNVUwoeUwoe7kg0lZj74VCXLGPj42V7KT7aA9bfZxB3ejlsiM9+2lUiAmi+RlyyZOWPLhLEDl+rjqpbBlc0n585qu/WGnVu2ZPLe4biviQx/+WPgoF2VvLgtkxHW6l/GbF8TmflZR4INuMo3m2SVLnC0u6TbthIJUA8lsren5+mpDc2jb1o95sbnfj5q0Z1j2lueTfyZICnfnR1yl0KPU+iabMRcJXv/aaHrv4FvME9zya88yzhQ+HMiU747O/o5jfs6vFizF+td3jW02aTcqCq1bXt3NkA9lMgrdu/e3dHR0bl+fVdX1wBVo2o/mNqapKRPhxIJUDMlEu3HaqR6ngslEkCJBIhNiQRQIgGUSIB6KZEAtUWJBFAiAZRIgNoskS6WAS5nA6BEAkokAEokoEQqkQBKJIASCaBEAiiRAEokgBIJgBIJKJEAKJGAEqlEAiiRAEokgBIJoEQCKJEASiQASiSgRAKgRAJKJABKJIASCaBEAiiRAHVcIgFqixIJoEQCKJEASiSAEgmgRAIokQAokYASCYASCSiRAJSnRALUgf8HahGihDUU+W8AAAAASUVORK5CYII=)

#### **Implementing the coffee machine application**

You can now create additional, higher-level classes that use one or both of these interfaces to manage coffee machines without directly depending on any specific coffee machine implementation.

As you can see in the following code snippet, due to the abstraction of the CoffeeMachine interface and its provided functionality, the implementation of the CoffeeApp is very simple. It requires a CoffeeMachine object as a constructor parameter and uses it in the prepareCoffee method to brew a cup of filter coffee.

public class CoffeeApp {

private CoffeeMachine coffeeMachine;

public CoffeeApp(CoffeeMachine coffeeMachine) {

this.coffeeMachine = coffeeMachine

}

public Coffee prepareCoffee(CoffeeSelection selection

throws CoffeeException {

Coffee coffee = this.coffeeMachine.brewFilterCoffee();

System.out.println("Coffee is ready!");

return coffee;

}

}

The only code that directly depends on one of the implementation classes is the CoffeeAppStarter class, which instantiates a CoffeeApp object and provides an implementation of the CoffeeMachine interface. You could avoid this compile-time dependency entirely by using a dependency injection framework, like [Spring](https://spring.io/) or [CDI](http://cdi-spec.org/), to resolve the dependency at runtime.

import java.util.HashMap;

import java.util.Map;

public class CoffeeAppStarter {

public static void main(String[] args) {

// create a Map of available coffee beans

Map<CoffeeSelection, CoffeeBean> beans = new HashMap<CoffeeSelection, CoffeeBean>();

beans.put(CoffeeSelection.ESPRESSO, new CoffeeBean(

"My favorite espresso bean", 1000));

beans.put(CoffeeSelection.FILTER\_COFFEE, new CoffeeBean(

"My favorite filter coffee bean", 1000))

// get a new CoffeeMachine object

PremiumCoffeeMachine machine = new PremiumCoffeeMachine(beans);

// Instantiate CoffeeApp

CoffeeApp app = new CoffeeApp(machine);

// brew a fresh coffee

try {

app.prepareCoffee(CoffeeSelection.ESPRESSO);

} catch (CoffeeException e) {

e.printStackTrace();

}

}

}

### Example 3:

In our customer class if you remember we had created a logger class to satisfy SRP. Down the line let’s say new Logger flavor classes are created.

class Customer

{

private FileLogger obj = new FileLogger();

public virtual void Add()

{

try

{

*// Database code goes here*

}

catch (Exception ex)

{

obj.Handle(ex.ToString());

}

}

}

Just to control things we create a common interface and using this common interface new logger flavors will be created.

interface ILogger

{

void Handle(string error);

}

Below are three logger flavors and more can be added down the line.

class FileLogger : ILogger

{

public void Handle(string error)

{

System.IO.File.WriteAllText(@"c:\Error.txt", error);

}

}

class EverViewerLogger : ILogger

{

public void Handle(string error)

{

*// log errors to event viewer*

}

}

class EmailLogger : ILogger

{

public void Handle(string error)

{

*// send errors in email*

}

}

Now depending on configuration settings different logger classes will used at given moment. So to achieve the same we have kept a simple IF condition which decides which logger class to be used, see the below code.

class Customer : IDiscount, IDatabase

{

private IException obj;

public virtual void Add(int Exhandle)

{

try

{

*// Database code goes here*

}

catch (Exception ex)

{

if (Exhandle == 1)

{

obj = new MyException();

}

else

{

obj = new EmailException();

}

obj.Handle(ex.Message.ToString());

}

}

The above code is again violating SRP but this time the aspect is different ,its about deciding which objects should be created. Now it’s not the work of “Customer” object to decide which instances to be created, he should be concentrating only on Customer class related functionalities.

If you watch closely the biggest problem is the “NEW” keyword. He is taking extra responsibilities of which object needs to be created.

So if we INVERT / DELEGATE this responsibility to someone else rather the customer class doing it that would really solve the problem to a certain extent.

So here’s the modified code with INVERSION implemented. We have opened the constructor mouth and we expect someone else to pass the object rather than the customer class doing it. So now it’s the responsibility of the client who is consuming the customer object to decide which Logger class to inject.

class Customer : IDiscount, IDatabase

{

private Ilogger obj;

public Customer(ILogger i)

{

obj = i;

}

}

So now the client will inject the Logger object and the customer object is now free from those IF condition which decide which logger class to inject. This is the Last principle in SOLID Dependency Inversion principle.

Customer class has delegated the dependent object creation to client consuming it thus making the customer class concentrate on his work.

IDatabase i = new Customer(new EmailLogger());